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Abstract—With the growing prevalence of edge AI, systems are
increasingly required to meet stringent and diverse service level
objectives (SLOs), such as maintaining specific accuracy levels,
ensuring sufficient inference throughput, and meeting deadlines,
often simultaneously. However, concurrently achieving these var-
ied and complex SLOs is particularly challenging due to the
resource constraints of edge devices and the heterogeneity of AI
accelerators. To address this gap, we present a novel AI schedul-
ing framework, Convergo, which uniquely integrates heteroge-
neous accelerator management, multi-tenancy, and multi-SLO
prioritization into one scheduling solution. Convergo not only
leverages heterogeneous AI accelerators and supports AI multi-
tenancy, but also integrates scheduling heuristics to meet multiple
SLOs concurrently. Convergo enables the simultaneous satis-
faction of multiple/complex SLO requirements (e.g., accuracy,
throughput, and deadline constraints). The scheduling algorithm
prioritizes inference requests, imposes critical constraints, and
selects the best model combinations for current inferencing. We
evaluated Convergo on the Jetson Xavier platform with portable
TPU accelerators across various AI workloads, demonstrating its
effectiveness. The evaluation results show that Convergo outper-
forms state-of-the-art baselines, achieving over 90% satisfaction
of all three distinct SLO requirements simultaneously while
maintaining approximately 95% satisfaction for individual SLOs.
Furthermore, Convergo achieves these results with negligible
overhead, making it a promising solution for edge AI systems.

Index Terms—Edge Computing; Edge AI; On-Device AI
Scheduler; Edge Accelerators;

I. INTRODUCTION

Edge AI and edge inference systems are gaining significant
attention due to the increasing deployment of AI services and
the rapid development of pre-trained models, devices, and AI
accelerators [9], [19], [21], [28]. The primary benefit of edge
AI is its ability to offer low-latency inference services. By
placing small yet capable resources close to end-users and data
sources, edge computing facilitates AI computations directly
on the device [21], [22], [31]–[33]. This approach significantly
reduces reliance on cloud resources in remote data centers,
thereby minimizing data transfer overheads.

However, edge AI has an intrinsic challenge: it must operate
on resource-constrained devices while meeting specific (often
multiple) service-level objectives (SLOs), such as accuracy
targets, inference deadline goals, or throughput requirements.
To address this challenge and enhance edge AI’s performance,
various approaches have been developed [11], [17], [23], [30],
[41]. One approach is focused on enhancing AI inference

on edge accelerators using AI multi-tenancy [21], [22], [33],
which involves running multiple deep learning (DL) models
concurrently. Another commonly used approach relies on
model compression, which reduces the size of DL models,
making them suitable for execution on resource-constrained
edge devices [20], [38].

Nevertheless, these methods often address only a subset
of the challenges – optimizing either a single SLO or a
single accelerator type – without providing an integrated
solution that can handle multiple SLOs across heterogeneous
accelerators. As a result, they remain insufficient to tackle
the core challenges of edge AI, particularly when multiple
SLOs (e.g., accuracy, deadline, and throughput) must be met
concurrently. For example, with AI multi-tenancy, it is diffi-
cult to schedule AI tasks to meet their SLOs due to resource
heterogeneity, as different edge devices and AI accelerators
exhibit distinct performance characteristics and variations. A
scheduler on edge devices should have accurate knowledge of
the DL models’ performance, inference latency, and resource
consumption when running with other DL models. However,
having an accurate understanding of such characteristics is a
complex task.

Moreover, while on-device model compression may gen-
erate a model that meets multiple SLOs, it faces two main
obstacles. The first obstacle is the time and resource-intensive
nature of on-device compression as the compression pro-
cess demands substantial computing resources [27]. Given
the constrained edge resources, this process often results
in considerable scheduling delays. The second obstacle is
the inference accuracy of compressed models. Due to the
complexity of determining the right compression options [43],
it is challenging to create a compressed model that effectively
meets specific/complex SLOs.

In this work, we present Convergo, a novel AI scheduler
for resource-constrained edge devices that combines AI multi-
tenancy with heterogeneous accelerator management to meet
multiple and complex SLO requirements simultaneously. Un-
like previous studies [9], [11], [17], [21], [23], [30], [41] that
typically address one or two constraints, Convergo integrates
three critical capabilities – multi-tenancy, heterogeneous accel-
erator management, and multi-SLO prioritization – into one
cohesive solution. Convergo leverages a set of pre-trained DL
models for various real-world edge AI applications optimized



for different accelerators. It determines the best combinations
of pre-trained models considering accelerator heterogeneity
and resource constraints, facilitating the concurrent execution
of multiple DL models to meet various SLO requirements.
In particular, Convergo’s scheduling algorithm prioritizes AI
inference requests, imposes critical constraints based on SLO
requirements, and selects the best combinations of models to
ensure SLO satisfaction. Moreover, we further enhance the
adaptability of Convergo to address more challenging edge
AI use cases when newly pre-trained models are added and
required for AI inferences. To this end, Convergo utilizes
slack-aware minimal profiling and lightweight performance
prediction.

We implemented Convergo on the Jetson Xavier platform,
equipped with a Volta GPU (384 CUDA cores, 48 Tensor
cores) and multiple portable TPU accelerators. To assess
its performance, we conducted extensive evaluations across
three widely-used AI application categories: image classifi-
cation, object detection, and pose estimation. We generated
realistic AI inference workloads, with each request having
three distinct SLO requirements: accuracy, throughput, and
inference deadline. Evaluating Convergo against state-of-the-
art baselines [11], [30], our results show that Convergo not
only outperforms the baselines but also substantially improves
the ability to simultaneously meet multiple and complex SLO
requirements by leveraging heterogeneous AI accelerators and
enabling AI multi-tenancy. Specifically, Convergo achieves
a satisfaction rate of over 90% for meeting all three dis-
tinct SLO requirements concurrently, which is up to 37%
higher than the baselines, while maintaining approximately
95% satisfaction for individual SLOs. Moreover, the results
show that Convergo not only maintains high SLO satisfaction
but also makes the best use of any remaining device and
accelerator capacity to maximize inference accuracy when
device and accelerator resources are available. We also eval-
uated the overhead of Convergo, considering its operation
on resource-constrained edge devices. Our evaluation revealed
that Convergo requires just an additional 5% to 6% of mem-
ory and CPU resources and consumes approximately 530mW
of additional power, which are acceptable overheads for an
edge AI scheduler.

In summary, Convergo’s primary contribution is its holistic
approach to multi-tenancy, heterogeneous acceleration, and
multi-SLO coordination within the strict constraints of an
edge environment, thereby bridging a gap left by existing
approaches. Specifically, we make the following contributions:

1. Design and implementation of Convergo. We devel-
oped a lightweight AI scheduler on NVidia’s Jetson Xavier
platform, incorporating portable TPU accelerators. Convergo
effectively manages diverse AI workloads while adhering to
various SLO constraints.

2. Novel AI Scheduling Algorithm. We designed a novel
scheduling algorithm that orchestrates various AI applications
on heterogeneous AI accelerators (e.g., applications on both
GPUs and TPU accelerators). By enabling AI multi-tenancy
and utilizing different accelerators, this scheduling algorithm
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Fig. 1. Edge Computing and Edge AI Architecture.

allows Convergo to simultaneously meet complex and diverse
SLO requirements.

3. Thorough performance evaluation of Convergo. We
conducted an in-depth performance evaluation of Convergo
on a real-world edge platform. Specifically, we analyzed its
performance across three key AI application requests, each
with distinct SLO requirements. Our evaluation encompassed
resource utilization, overhead, and adaptability to model un-
certainty (e.g., using unprofiled or unknown DL models for AI
inference processing).

The rest of this paper is organized as follows: §II describes
the background and motivation of this work. §III provides
the design of Convergo and detailed descriptions of its
components. §IV reports the performance evaluation results
of Convergo against state-of-the-art baselines. §V describes
related work, and finally, §VI concludes the paper.

II. BACKGROUND AND MOTIVATION

Edge Computing and Edge AI. Edge computing [24] is a
decentralized computing model that places small-scale com-
puting resources closer to data sources and end-users. Its
primary goal is to achieve low-latency data processing by
leveraging geographical proximity and protecting end-users’
privacy via minimized data transmissions to cloud data centers.

Fig. 1 illustrates the edge computing architecture, typically
composed of two layers: edge node and (IoT &) edge device
layers. As stated in §I, advances in small edge devices,
AI accelerators, and pre-trained models have enabled active
deployment of AI inference services (edge AI) directly on edge
devices (in the device layer) [9], [21]. Specifically, edge AI
enables the execution of AI models directly on edge devices
to provide low-latency AI inference capabilities (e.g., object
detection [18], [37], image/video processing [39], [40], [42])
to nearby users and to facilitate various operations related to
target sensing (the bottom of Fig. 1).
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Fig. 2. Inference Throughput vs. Accuracy of DL Models on Edge
Devices. The bar graphs indicate the inference throughput on four edge
devices (RPI4: Raspberry PI4, Nano: Jetson Nano, TX2: Jetson TX2, and
Xavier: Jetson Xavier NX), and the line shows the top-1 accuracy of the
models. The numbers in parentheses (on the x-axis) indicate the model size.

For the successful operation of edge AI, it is important
to satisfy multiple requirements simultaneously, including la-
tency (or deadline), throughput, and accuracy. Specifically,
inference latency is a critical aspect of edge AI, indicating
that edge devices should complete AI computations within a
specified time frame. However, this is challenging due to the
resource heterogeneity and constrained resources commonly
found in edge devices, often leading to varying processing
times and inference latencies. For example, Fig. 2 (bar graphs)
shows the inference throughput of DL models, which exhibits
significant variability across various edge devices, hardware
configurations, and accelerators. Moreover, given the large
number of existing pre-trained models available (e.g., models
for image classification and object detection), each model has a
unique combination of model size, accuracy, resource demand,
and latency characteristics, as also shown in Fig. 2.

An effective way to meet multiple SLOs is to develop
an on-device scheduler that can efficiently manage and pri-
oritize computing resources despite resource constraints and
heterogeneity. Furthermore, the scheduler’s capabilities need
to extend beyond resource management. For example, the on-
device scheduler should intelligently select the most appropri-
ate models for AI inference, balancing desired latency with
other constraints such as model size, resource availability, and
acceptable accuracy.
Limitations of Model Compression. Model compression
techniques may be considered a viable approach to facilitate
the execution of DL models on resource-constrained edge
devices. These techniques can reduce the size of DL models,
requiring fewer computing resources and offering shorter in-
ference latency. Still, model compression alone is insufficient
for edge AI and online DL model scheduling.

In edge AI, the diversity of SLOs, e.g., varying accuracy and
latency requirements, demands a scheduler that can create a
variety of compressed models to meet these specific SLOs.
This, however, poses additional challenges for AI scheduling
due to the time-consuming nature of online model compres-
sion, which causes significant delays [27]. Fig. 3 shows our
measurements of the compression overhead using two widely-
used techniques, Post-Training Quantization (PTQ) and model
pruning, on various DL models with the Jetson Xavier device.
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Fig. 3. Compression Overhead (Time) on Jetson Xavier. (a) Compression
overhead of three post-training quantization methods: Float16, Dynamic
Range, and Full Integer; and (b) overhead of the pruning method at different
sparsity levels (25%, 50%, and 75%). “MoS”: MobileNetV3Small, “MoL”:
MobileNetV3Large, “D-xxx”: DenseNet-xxx, “E-Bx”: EfficientNet-Bx.

For PTQ shown in Fig. 3(a), we observed that compression
times vary with the technique and model size. For example,
small models like MobileNetV3Small required 36s – 43s with
PTQ, whereas larger models like DenseNet201 took more
than 200s. Moreover, model pruning (Fig. 3(b)) consistently
resulted in longer compression times compared to PTQ.

While there are expected benefits of model compression,
e.g., reduced model size, lower resource demands, and faster
inferences, its high compression overhead is often unaccept-
able in on-device AI scheduling. Additionally, accuracy degra-
dation (the accuracy results are omitted due to page limits) is
another drawback. Our observations confirmed that accuracy
can vary significantly with different compression techniques,
with top-1 accuracy reductions ranging from 20% to 30% or
even more. For example, pruning EfficientNet-B0 at a 75%
sparsity level led to an about 30% drop in accuracy, and using
full integer PTQ on MobileNetV3Large resulted in an over
20% decrease in accuracy, consistent with prior work [27].

Motivation and Convergo Approach. Our main motivation
for this work is to develop a novel scheduler for resource-
constrained edge devices that can satisfy multiple SLOs for AI
inference tasks. We aim to create a scheduler capable of simul-
taneously meeting various SLOs, i.e., accuracy and throughput
requirements. To achieve this, we adopt the following design
policies for our new scheduler, Convergo.

First, considering the diversity of edge AI accelerators,
the scheduler must be capable of leveraging heterogeneous
accelerators simultaneously. Second, by utilizing these het-
erogeneous accelerators, the scheduler should maximize AI
multi-tenancy to enhance the likelihood of meeting multiple,
distinct SLO requirements. Third, because our target platform
is resource-constrained edge devices, the new scheduler should
be lightweight. Specifically, it should avoid computation-
heavy methods (e.g., on-device model compressions) and
efficiently determine suitable combinations of multiple model
executions to meet various SLOs. Finally, given the rapid pace
of development in new pre-trained AI models, the scheduler
should be adaptable enough to handle performance uncer-
tainties associated with unknown models without relying on
extensive and heavy profiling.
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III. DESIGN OF Convergo

This section begins with an overview of Convergo, fol-
lowed by a detailed description of its components.

A. Convergo Overview

We design Convergo with four key principles: leveraging
heterogeneous AI accelerators, maximizing AI multi-tenancy,
maintaining a lightweight framework, and ensuring adaptabil-
ity, as discussed in §II. These policies guide AI task scheduling
to meet multiple SLOs for edge AI.

Fig. 4 illustrates the overall architecture of Convergo,
including three main components executed on edge devices:
1 Performance Engine, 2 Scheduling Engine, and 3 Ex-

ecution Engine. Please note that while all components are
meticulously designed following the four key policies, each
has a distinct primary function: the performance engine is
mainly for maximizing AI multi-tenancy and partially for
its adaptability, the scheduling engine ensures lightweight
operation and adaptability, and the execution engine enables
Convergo to leverage heterogeneous accelerators, with a focus
on GPUs on edge devices and TPU accelerators.
1 Performance Engine. The performance engine contains a

performance DB and a performance model. The performance
database (DB) holds various system- and model-level statistics
related to DL model executions, including inference time and
resource utilization. This DB is initially built with offline
profiling but is constantly updated with runtime datasets as
actual DL models are executed on edge devices.

The performance model provides information about the
latency and throughput of specific models when they are
run on edge devices under various conditions (e.g., execu-
tion with other models). Moreover, Convergo is designed to

perform scheduling operations with unknown models, which
are models not yet profiled, by employing two approaches: 1)
slack-aware minimal profiling, and 2) lightweight performance
estimation, which are further discussed in §III-E.
2 Scheduling Engine. This engine aims to optimize the

scheduling plan for inference requests, ensuring that multiple
SLOs can be met simultaneously. This component incorporates
a DL model pool, a DL model selector, and a scheduling
decision module.

The DL model pool includes various pre-trained DL models
and their static attributes (e.g., size and accuracy). The DL
model selector then identifies models that are likely to meet
designated SLOs. Subsequently, the model execution plan is
developed by the scheduling component, detailed in §III-B.
Convergo employs various performance metrics and forecasts
(e.g., accuracy, throughput, resource usage) to create this plan,
determining the types of models, their start times, and the AI
accelerators for the executions.
3 Execution Engine. The execution engine performs AI

inference tasks by executing the DL models on heterogeneous
edge accelerators. The model executions follow the plan
created by the scheduling engine, which determines where and
when DL models should be deployed, including resources like
GPUs and TPU accelerators, to ensure efficient task execution.

Moreover, while the models are running, an online execution
monitor (bottom right component in Fig. 4) collects runtime
statistics on resource usage and model progress, and the mon-
itor continually updates this information to the performance
DB within the performance engine.

B. Convergo Scheduling

We discuss Convergo’s scheduling algorithm in detail.
User Requests for AI Inference. In our design, we assume
that multiple users submit various requests to Convergo.
A user request refers to an AI inference task submitted
by users, with each request having its own multiple SLOs
that need to be satisfied simultaneously. For example, each
request (Ri) contains three specific sub-requirements, denoted
as < Thi, Acci, Di >, where Thi represents the throughput
goal, Acci is the accuracy target, and Di is the deadline of
the request (Ri).
Priority Decision for User Requests. Requests submitted to
Convergo are placed in a priority queue, represented as R =
{R1, R2, R3, ...Rn}, where n is the number of requests in the
priority queue. Each request (R) includes its arrival time (tarr)
and its associated SLOs, such as a deadline (D). Users can
also specify a weight (w) of each request when submitting
multiple requests to our scheduler. The default value for w
is 1, but users have the option to assign weights of up to 10
for requests that require urgent processing. Convergo assigns
priority to a request (wi) based on the following equation.

Priorityi =
Di − (tcurr − tarr,Ri

)

wi
, (1)

where Di represents the deadline for request Ri, tcurr denotes
the current time, tarr,Ri is Ri’s arrival time, and wi is the user-



Algorithm 1 Convergo Scheduling
Input: R = {R1, R2, ..., Rn}: User Request Arrivals. Each

Ri has three specific goals: Throughput, Accuracy, and
Deadline.

Output: Scheduling results
1: R = {R0, R1, ...Rn} arrive in Convergo queue
2: function Convergo SCHEDULING(R)
3: while Ri in Convergo queue do
4: Priorityi ← Equation-(1)
5: PRIORITYQUEUE.PUT(Priorityi)
6: end while
7: PRIORITYQUEUE.REARRANGE()
8: while Rk ← PRIORITYQUEUE.GET() do
9: C1: Equation-(2)

10: C2: Equation-(3)
11: C3: Equation-(4)
12: //MC : A set of candidate models for Rk

13: if MC ← min(SOLVE(Mall, C1, C2, C3)) then
14: // Create model execution plan via Algo. 2
15: P ← MODELEXECUTIONPLAN(Mcandi)
16: end if
17: if P then
18: // Execute MC according to P
19: INVOKE(P)
20: else
21: // No feasible scheduling plan for Rk

22: SEND MESSAGE(“infeasible request”, Rk))
23: end if
24: end while
25: end function

assigned weight. Moreover, within the priority queue, requests
are organized by their priority, which updates dynamically
with new request arrivals.
Convergo Scheduling Algorithm. Algo. 1 describes the
Convergo’s scheduling mechanism. As discussed in §III-A,
Convergo leverages multiple pre-trained models (in “DL
model pool” in Fig. 4) and must select candidate models that
fullfill all the requirements. Specifically, Convergo creates
three constraints (C1, C2, and C3), shown in lines 9 to 10
of Algo. 1.

The first constraint (C1) is the throughput requirement of Ri,
and candidate models will be chosen based on this equation.

n∑
j=1

Mj(Th)× tj ≥ Thi, (2)

where Mj(Th) represents the throughput statistics of jth

model (Mj), tj denotes the execution time of Mj .
Given the models that can meet the throughput requirement,

Convergo uses the second constraint (C2) to select models
that meet the accuracy requirement. Equation-(3) is used to
calculate the overall model accuracy, and only models with an
overall accuracy higher than Aj will be selected. In equation-

(3), Mj(Acc) represents the accuracy of Mj .∑n
j=1Mj(Th)× tj ×Mj(Acc)∑n

j=1Mj(Th)
≥ Acci, (3)

Given the model selected for throughput and accuracy
requirements, Convergo now needs to apply the third con-
straint (C3) to determine the models that can satisfy all the
requirements. This step tests whether the models can meet the
deadline (Di) requirements by calculating

n∑
j=1

tj ≤ Di. (4)

By using these three constraints, Convergo identifies the
candidate models (MC) that can meet Ri’s SLOs. In scenarios
where multiple DL models, potentially leading to various
execution plans, are available for processing Ri, Convergo
prioritizes the models with the shortest execution time as
shown in line 13. This approach enables Convergo to reveal
slack-time for managing unknown models via slack-aware
minimal profiling, a method detailed further in §III-E.

Once MC is identified, Convergo creates a model exe-
cution plan (P), composed of multiple small DL execution
batches. The procedure for creating a model execution plan is
explained in Algo. 2, further detailed in §III-C. After creating
the model execution plan for Ri, the system will invoke
the execution of DL models based on P (a series of small
execution batches in §III-D).

C. Creating Model Execution Plan

Convergo develops a model execution plan (P), leveraging
MC (from Algo. 1), to enable the concurrent use of hetero-
geneous accelerators like GPUs and TPUs. Therefore, it is
important to determine which models should be executed on
which AI accelerators. To this end, Convergo has two policies
for making this decision:
1) The total CPU and memory usage of all enabled DL models

must not exceed the device’s available resources.
2) Given that an edge device can support two different types of

AI accelerators (e.g., GPUs and TPUs), TPU accelerators
have higher priority over GPUs for model executions.

These policies are designed to optimize simultaneous model
executions based on our observation that running DL models
on TPUs, rather than GPUs, typically results in lower memory
and CPU consumption. The high GPU consumption is due to
their design, particularly on Jetson devices, where GPUs share
an integrated memory subsystem with the host device, leading
to increased memory usage during DL model executions.

We make specific assumptions to develop model execution
plans on AI accelerators. For instance, we assume only one
model can be deployed on a TPU, unlike multiple models
on GPUs, due to the limited benefits of running multiple DL
models on an edge TPU [14]. Additionally, edge devices can
support 2 to 4 portable TPU accelerators, and their resources
are sufficient to run all deployed models.



Algorithm 2 Creating Model Execution Plan
Input: MC = {m1,m2, ...,ml}: Candidate DL models (m)

for processing an user request (R)
Output: P: Execution plan: A set of execution batches, each

containing DL models on edge TPUs and edge GPUs,
along with each batch’s start and end times.

1: function MODELEXECUTIONPLAN(MC)
2: P ← {} // initialize execution batches
3: while |MC | do
4: // models on edge GPU and edge TPUs w/i a batch
5: MTPU ← {}, MGPU ← {}
6: // place models first edge TPUs, n: # of edge TPUs
7: for i ∈ [1,min{n, |MC |}] do
8: m←MC .pop(0)
9: MTPU .add(m)

10: CPUtot += m(CPU)
11: MEMtot += m(MEM)
12: end for
13: // place next models on edge GPU
14: for i ∈ [0, |MC |] do
15: CPUtot += MC [0](CPU)
16: MEMtot += MC [0](MEM)
17: if CPUtot ≤ CPUdev and
18: MEMtot ≤MEMdev then
19: MGPU .add(MC .pop(0))
20: else
21: // cannot run more models in this batch
22: // due to resource constraints
23: break
24: end if
25: end for
26: // calculate duration of this execution batch
27: tend ← tstart +max(duration(MGPU ,MTPU ))
28: // single batch execution plan is completed
29: P .add(tstart, tend,MTPU ,MGPU )
30: tstart ← tend
31: end while
32: return P
33: end function

Algo. 2 illustrates how Convergo creates model execution
plans. Specifically, a P to process a R can be composed of
several small execution batches. Each execution batch includes
the start (tstart) and end (tend) times, along with the models to
be deployed on both accelerators. The input for this algorithm
comprises the selected DL models (MC) for processing a R.

Given that TPU accelerators have higher priority than GPUs,
the first n models (n is the number of TPU accelerators) are
initially assigned to the TPUs, as shown from lines #7 to
#12. Convergo also calculates the total resource consump-
tion (e.g., CPUtot, MEMtot) for running models on TPUs.
Subsequently, Convergo assigns DL models to GPUs based
on the availability of resources. As shown from lines #14
to #25, DL models are sequentially assigned to GPUs until
the cumulative resource consumption reaches the device’s
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Fig. 5. Model Executions with Multi-Batches and Multi-Tenancy in
Convergo’s scheduling.

maximum capacity of CPU and/or memory. The models
assigned (whether on TPUs or GPUs) constitute the small
batch, for which Convergo calculates the start time and total
duration, determined by the longest-running model among
those selected. This batch is then incorporated into the P in
line #29. Convergo continues to generate batches for P as
long as the DL model in MC exists. Once all models have
been assigned with defined start and end times, the final P is
created and returned to Algo. 1.

D. Concurrent DL Model Executions

Convergo executes batches within P sequentially. Fig. 5
shows an example of model executions within P when an
edge device has a GPU and two TPU accelerators. Each TPU
runs one model per batch, while the GPU can execute multiple
DL models within the same batch. Please note that the number
of models the GPU runs per batch varies based on the models’
resource requirements and sizes. For example, in the first
batch of R1 in Fig. 5, the GPU runs three models, while in
the second batch of R1, it executes two models. Moreover,
the execution duration for each batch may vary since it is
determined by the longest-running model within the batch.
Furthermore, Convergo must ensure that the total duration of
executing all batches in P (or processing R) remains shorter
than the R’s deadline (D).

E. Supporting Unknown DL Models

Convergo relies on pre-profiled models in the performance
engine for scheduling. However, Convergo should also be
able to make a scheduling plan when the DL model pool
contains unknown (or unprofiled) models. For example, new
pre-trained models can be added to the model pool, or users
may want to use specific models to process their requests. To
this end, Convergo employs two approaches to obtaining the
models’ performance data: slack-aware minimal profiling and
performance estimation.
Slack-aware Minimal Profiling. Convergo can perform min-
imal profiling during slack (idle) times, which occur between
the end of the previous request and the start of the next
request. We observed that slack times often exist due to
the dynamics of request arrivals and Convergo’s scheduling
mechanism (specifically model selection in §III-B). For ex-
ample, Convergo always chooses models with the shortest



Table 1. AI Applications and DL Models Used For Evaluation.

AI Application Edge
Acceler. Pre-trained DL Models Size

(MB)
Num.
Layers

Image
Classification

GPU

EfficientNet [36] 5.4 5
Inception-v1 [34] 6.4 22
MobileNet-v2 [29] 3.4 20
SqueezeNet [16] 1.3 15

TPU

EfficientNet 6.8 7
Inception-v1 7.0 22
Inception-v3 [35] 12.0 48
MobileNet-v1 [15] 1.6 28

Object
Detection

GPU
EfficientNet 4.5 5
MobileNet-v2 6.5 20
YOLOX [12] 5.4 11

TPU
EfficientNet 7.6 18
MobileNet-v1 7.0 28
MobileNet-v2 6.6 20

Pose
Estimation

GPU
MobileNet-v1 [15] 8.2 28
MoveNet [3] 5.6 25
PoseNet [25] 4.3 23

TPU
MoveNet 7.5 25
PoseNet-MobileNet [25] 1.5 23
PoseNet-ResNet [25] 24.4 18

execution time. This approach potentially enables Convergo
to complete user requests before their deadlines, leveraging
the slack time to perform minimal profiling of unknown mod-
els. This profiling collects basic performance data, including
resource consumption, accuracy, throughput, and latency. The
duration or iterations of executing the unknown model vary
depending on the availability of slack times.
Performance Estimation. We developed a performance esti-
mator for unknown DL models using Random Forest (RF).
This performance estimator is useful when slack time is
unavailable. To build this model, we utilize static information
from existing profiled models in the performance engine
(in Fig. 4). Features include model size, memory and CPU
requirements, accuracy, latency, and throughput.

While the above two approaches allow Convergo to cre-
ate scheduling plans for unknown models, these plans may
initially be inaccurate, potentially leading to SLO violations.
However, as illustrated in Fig 4, the online execution monitor
captures all execution results, which are then updated in
the performance engine. As more executions are performed,
more accurate performance data is stored in the performance
DB, enabling the creation of future scheduling plans with
greater accuracy. In §IV, we conduct a detailed evaluation
of Convergo’s performance when using unknown models to
validate the effectiveness of these approaches.

F. Implementation of Convergo

The prototype of Convergo has been implemented on
Nvidia’s Jetson Xavier [4], which is equipped with multiple
Coral TPU accelerators [1]. Jetson Xavier is an edge device
equipped with a 6-core Carmel CPU, 8GB of RAM, and a
Volta GPU with 386 Tensor Cores for AI operations. Coral
TPU accelerator is a portable AI accelerator, delivering 4
TOPS at 2W of power consumption.

Convergo is developed using approximately 2.5K lines
of Python code and incorporates various libraries, including
PuLP [5] for solving linear programming problems. Convergo

Table 2. Accuracy, Throughput, and Latency (Deadline) Requirements
for Evaluated Workloads. “Accuracy”: “Top-1 Accuracy,” “Throughput”:
“Number of Inferences per Second,” “Latency (DL)”: “Latency (Deadline)

in Second.”

AI App. Num. of
Requests

Range of SLOs
Accuracy Throughput Latency (DL)

Img. Class.
500

75% – 90% 500 – 2500 0.1s – 1.5s
Obj. Detect. 73% – 89% 500 – 2500 0.1s – 1.5s
Pose Est. 70% – 83% 500 – 2500 0.1s – 2s

supports various AI applications by leveraging two DL frame-
works: Tensorflow [8] for GPU-based inference and TFLite
[2] for TPU-based inference. Because TFLite is the only
framework that supports inference tasks on TPUs on Jetson
Xavier or other edge devices [14], we must use two different
frameworks to enable support for both GPUs and TPUs.
Convergo also supports other frameworks like PyTorch [26]
and TensorRT [7]. Lastly, Convergo makes use of Redis [6]
to manage user requests effectively, ensuring their seamless
integration into the scheduling process.

IV. EVALUATION RESULTS OF Convergo

A. Evaluation Setup

Edge Device and AI Accelerators. We conducted our eval-
uation using Jetson Xavier as the primary platform and aug-
mented it with two TPU accelerators to assess the performance
of Convergo and other baselines. These two TPUs were
connected to the Jetson Xavier via the USB interface. Our
decision to use two TPUs aligns with recommendations from
prior research [14], which showed that two TPUs often provide
better performance gains than three or four.
Evaluated AI Applications. To evaluate Convergo’s per-
formance, we employed three edge AI applications: image
classification, object detection, and pose estimation. These
applications use a variety of pre-trained models listed in Table
1. Specifically, image classification involves eight models, with
four tailored for GPU and four for TPU inferences. Even when
models share the same architecture (e.g., Inception-v1 [34]
for both GPU and TPU in the image classification category),
they are individually optimized for each type of accelerator.
For object detection and pose estimation, we use three GPU
models and three TPU models for each, respectively.
Workload Generation. Our evaluation workloads combine all
three above AI applications, with each request being randomly
generated to assess Convergo under more realistic use cases.
The evaluation workloads consist of a set of 500 requests
generated using the Poisson distribution. Each request within
these workloads has specific accuracy, throughput, and latency
(deadline) requirements, which are randomly selected from
the ranges detailed in Table 2. Moreover, we conducted the
evaluation with multiple iterations with 10 different workloads
to mitigate the impact of outlier results.
Baselines. To evaluate the performance of Convergo, we
employed two state-of-the-art baselines: SLO-MAEL [30] and
Kalmia [11]. SLO-MAEL is built upon a minimum-average-
expected-latency (MAEL) scheduling algorithm by integrating
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Fig. 6. SLO Satisfaction Results. “Meet All” indicates the results when all
three requirements are met. The other three – “Accuracy,” “Throughput,” and
“Deadline” – represent the satisfaction rate for each individual requirement.

SLO awareness into its operations. SLO-MAEL uses a dual-
scoring mechanism where tasks are evaluated based on both
expected latency and their adherence to SLOs. The scheduler
prioritizes tasks that are most likely to violate their SLOs,
trying to ensure that critical tasks are processed within their
required deadlines. Additionally, SLO-MAEL incorporates
preemptive scheduling, allowing it to interrupt and reprioritize
ongoing tasks based on the degree of SLO violation.

Kalmia [11] is a QoS-aware scheduler designed to manage
heterogeneous DNN inference tasks on edge servers via a
mix of preemptive and context-aware scheduling strategies to
optimize both task timeliness and system throughput. AI tasks
are categorized into urgent and non-urgent types. For urgent
tasks, it enables preemptive scheduling to give them higher
processing priority, while non-urgent tasks are used to increase
resource utilization by leveraging slack time.

B. Evaluation Results

We now report the performance evaluation results of
Convergo and the baselines.
SLO Satisfaction. Fig. 6 shows the SLO satisfaction results of
Convergo and the baselines. Each request has distinct accu-
racy, throughput, and deadline requirements. We measured: (1)
“Meet All”, which is the success rate when all requirements
were met; and (2) the satisfaction rate for each individual
requirement (e.g., “Accuracy,” “Throughput,” and “Deadline”,
which are also shown in the graph).

Convergo achieved over 91% SLO satisfaction by meeting
all three requirements simultaneously, which is significantly
higher than the other baselines. Additionally, Convergo out-
performed the other baselines by achieving high satisfaction
rates for each individual requirement: 93% for accuracy, 95%
for throughput, and 98% for deadlines met. Such a high SLO
satisfaction rate is primarily due to the efficacy of Convergo’s
scheduling algorithm, which enables the simultaneous execu-
tion of multiple AI models on different AI accelerators (e.g.,
models on both GPUs and TPU accelerators). Convergo’s
multi-constraint design highlights its novelty relative to sim-
pler solutions that focus on a single metric. By contrast,
the baselines are primarily designed to meet either deadline
or throughput requirements, missing many multi-SLO con-
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Fig. 7. Over-Satisfied Inference Accuracy (%) for All 10 Evaluated
Workloads. For example, 8.3% of WL #1 means that Convergo’s accuracy
achievement is, on average, 8.3% higher than the requirements

siderations. Hense, the baselines’ satisfaction rate for “Meet
All” is less than 60% in Fig. 6. Additionally, they showed a
satisfaction rate of less than 70% for the accuracy requirement
and less than 80% for throughput requirements.
Over-Satisfied Inference Accuracy. We also measured the
over-satisfied accuracy (defined as how much the actual ac-
curacy surpassed the requirement) to demonstrate Convergo’s
ability to maximize accuracy while meeting throughput and
deadline requirements. As shown in Fig. 7, on average,
Convergo provided 7% higher accuracy than required across
the 10 evaluated workloads. We observed that Convergo
provided over 8% over-satisfied accuracy for 4 of the evaluated
workloads. These results confirm that Convergo not only
achieves a high SLO satisfaction rate but also exceeds accuracy
requirements in many cases, highlighting its additional ability
to provide better quality of service (QoS).
Analysis of SLO-missed Cases. We analyzed how close the
system came to meeting SLOs when they were missed. For
the accuracy miss cases, Convergo’s results were only 1.3%
below target accuracy; in contrast, the baselines were about
8% lower, confirming that Convergo’s accuracy achievements
are much closer to its target accuracy. For the deadline miss
cases, Convergo processed the missed jobs using over 58%
of the request deadlines. However, SLO-MAEL processed the
requests with 97% extra time over the deadline, and Kalmia
used 134% extra time over the deadlines. These results showed
that Convergo’s QoS degradation due to the missed accuracy
requirement is negligible, and Convergo was able to complete
the requests much earlier than the other baselines (even when
the deadlines were not met).

However, the results measuring the gap between the
achieved throughput and the target throughput (when the
throughput requirements were not met) showed similar results
in all three approaches. All three approaches showed 18% to
20% of missed throughput for the error cases.
Resource Utilization of Edge Devices. Fig. 8 reports the
resource utilization and power consumption of the Jetson
Xavier device for Convergo versus the baselines. In partic-
ular, Convergo increased CPU utilization by up to 12% and
memory utilization by up to 10% over the baselines. This
increased utilization is mainly due to Convergo’s sophisticated
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Fig. 8. Resource Utilization and Power Consumption.

Table 3. Convergo Scheduler Overhead. The scheduler overhead was
calculated from extra CPU (%), MEM (%), and power (mW) consumption.

Average Std Dev.
Extra CPU Consumption 6.3% 1.6

Extra Memory Consumption 4.9% 1.1
Extra Power Consumption 527.2mW 45

scheduling operations, which improved throughput and met
SLO requirements. However, with respect to power consump-
tion, Convergo consumed 700mW to 1500mW more power
compared to the baselines. Despite Convergo’s significant
improvements in other metrics (e.g., multi-SLO satisfactions),
its scheduling algorithm is more complicated and requires
extra optimizations and operations that can consume more
power. Therefore, improving power efficiency will be our next
step in enhancing Convergo.
Overhead of Convergo. Table 3 details the extra re-
source consumption (e.g., scheduler’s resource consumption)
of Convergo beyond normal inference. On average, Convergo
required 4.9% and 6.3% CPU and memory for schedul-
ing operattions, respectively. Additionally, it consumes about
527mW extra power for scheduling operations, which is
less than 10% of the total power consumption of the Jet-
son Xavier device. We consider this overhead acceptable
given Convergo’s performance gains and unique multi-SLO
scheduling approach.
Evaluation with ‘Unknown’ AI Models. The evaluations
we performed so far relied on ‘fully’ profiled models for AI
processing. However, Convergo is also designed to process AI
applications with unknown (unprofiled) models, as discussed
in §III-E. Therefore, we evaluated Convergo’s performance
with unknown AI models. In this experiment, we removed
two models from each AI application in Table 1 in §IV-A
(e.g., one model for GPU and another one for TPU). In
total, we used 6 out of 21 models (about 30%) as unknown
models. Additionally, this evaluation was performed with three
randomly generated workloads, each with 500 requests.

SLO-satisfaction results of Convergo with the unknown
models are shown in Fig. 9. The green bars represent results
with all-profiled models (the same results as in Fig. 6 earlier in
this section), and the red bars represent results with unknown
models. As expected, we observed performance degradation
with unknown models. For example, meeting all requirements
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Fig. 9. SLO Satisfaction Results with ‘Unknown’ Models. Green bars
(left): SLO satisfaction rate with all profiled models (also in Fig. 6). Red bars
(right): SLO satisfaction rate with 30% of unknown models.

(“Meet All”) with unknown models had a 6.4% lower sat-
isfaction rate. Other metrics, such as accuracy, throughput,
and deadline miss rate, showed 6.3%, 3.5%, and 9.2% lower
satisfaction rates, respectively. While there is performance
degradation, we believe this is acceptable given that 30% of
the models were unprofiled.

We further analyzed the frequency of SLO misses when
processing the evaluated workloads. Fig. 10 shows the SLO
miss frequencies for one evaluated workload. The blue dots
indicate “accuracy miss” cases, the red dots indicate “through-
put miss” cases, and the yellow dots indicate “deadline miss”
cases. As shown in the graph, SLO miss cases often occurred
in earlier requests (from the 1st to the 100th request), with
fewer violations in later requests. These results suggest that
early violations help improve the performance DB/model in
Convergo for more accurate scheduling and demonstrate
the efficacy of Convergo’s minimal slack-aware scheduling
and performance estimation. As Convergo processed more
requests, it was able to reduce violation cases and maintain
a high overall SLO satisfaction rate. It is worth noting that
Convergo’s performance with unknown models still showed
a higher SLO satisfaction rate compared to the two baselines
with all-profiled models, highlighting its adaptability.

V. RELATED WORK

AI on Resource-Constrained Edge Devices. On-device AI
inference serving often struggles to meet SLOs due to resource
constraints, and multiple approaches have been proposed to fa-
cilitate on-device AI inference [13], [20], [23], [24], [38], [42].
Han et al. [13] and Lee et al. [20] explored efficient model
compression techniques to reduce the computational load on
edge devices. While these methods shrink model size and
inference time, they often degrade performance under strict
SLOs (e.g., meeting both accuracy and latency) [27]. In con-
trast, Convergo optimizes model selection based on multiple
SLO constraints, ensuring accuracy while meeting other SLOs
like throughput and deadlines. Xie et al. [23] and Zhang et al.
[42] proposed on-device inferencing frameworks that distribute
heavy inferencing workloads across multiple devices. How-
ever, these approaches face high variability in model accuracy
and latency due to heterogeneous edge hardware. Convergo
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tackles this by using a heterogeneous scheduling engine to
dynamically select the best models and accelerators for each
task, balancing accuracy, latency, and throughput. Wang et
al. [38] introduced an adaptive inferencing that dynamically
compress models based on resource availability. While this
system reduces latency, they struggle to consistently meet
multiple SLOs, such as latency and accuracy together, due to
compression-induced accuracy drops. In contrast, Convergo
uses a multi-SLO-aware scheduling algorithm to prioritize
inference tasks and adapt to changing conditions, ensuring
high SLO satisfaction.
Edge AI Schedulers. Several edge AI schedulers are designed
to meet SLOs [9]–[11], [21], [30], but they often fail to
address multiple SLOs simultaneously. For instance, SLO-
MAEL [30] prioritizes tasks based on expected latency and
SLO violation risks but lacks mechanisms for managing het-
erogeneous resources and multi-SLO requirements, leading to
suboptimal performance under complex SLOs (as shown in
§IV). Convergo addresses these gaps by leveraging hetero-
geneous AI accelerators to meet multiple SLOs concurrently.
Kalmia [11] and Dělen [21] optimize inference throughput
and resource utilization but often at the expense of other
critical SLOs like accuracy and deadlines. However, Convergo
balances these conflicting requirements, ensuring all SLOs are
met without compromising overall performance. Clipper [10]
and Masa [9] focus on low-latency prediction serving and
multi-DNN inference but lack flexibility for multi-SLO re-
quirements in heterogeneous edge environments. Convergo’s
multi-tenancy and model selection capabilities allow it to
optimize multiple SLOs simultaneously, even in resource-
constrained settings.

VI. CONCLUSION
In this paper, we presented Convergo, a new edge AI sched-

uler designed to meet multiple and complex SLOs concur-
rently. Unlike prior solutions that focus on a narrower scope,
Convergo’s unique approach fuses heterogeneous device man-
agement, AI multi-tenancy, and multi-SLO prioritization into
one framework. The scheduling algorithm prioritizes inference
requests, applies critical constraints, and selects the best model
combinations for concurrent executions. Implemented on the
Jetson Xavier platform with TPU accelerators, Convergo was
evaluated using realistic workloads spanning across various

AI applications. Our evaluation, compared to state-of-the-art
edge AI schedulers, shows that Convergo achieved over 90%
satisfaction rate for concurrent SLOs, significantly outper-
forming the baselines. Additionally, we assessed its overhead
and resource utilization, confirming that Convergo has an
acceptable overhead for deployment on resource-constrained
edge devices, demonstrating its effectiveness for edge AI.
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